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Abstract

In this paper, we consider the problem of data allocation in environments of self-
motivated servers, where information servers respond to queries from users. New data
items arrive frequently and have to be allocated in the distributed system. The servers
have no common interests, and each server is concerned with the exact location of each
of the data items. There is also no central controller. We suggest using a negotiation
framework which takes into account the passage of time during the negotiation process
itself. Using this negotiation mechanism, the servers have simple and stable negotiation
strategies that result in efficient agreements without delays. We provide heuristics
for finding the details of the strategies which depend on the specific settings of the
environment and which cannot be provided to the agents in advance. We demonstrate
the quality of the heuristics, using simulations. We consider situations characterized by
complete, as well as incomplete, information and prove that our methods yield better
results than the static allocation policy currently used for data allocation for servers
in distributed systems.
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1 Introduction

In this paper, we consider the following problem. There are several information servers, in
different geographical areas. Each server stores data which has to be accessible to clients
from the server’s geographical area or from other areas. The topics of interest of each client
change dynamically over time, and clients may arrive and disappear. New data arrives during
each period and has to be located in one of the servers in the distributed system. The servers
have to determine the storage location of each data item.

If a central decision maker exists, then the problem is called the “file allocation problem,”
which is a well-known problem in computer science and operations research (e.g., [13, 1].)
We consider a similar problem for a non-cooperative environment where there is no central
controller and no global utility. Each server in the environment is independent and has its
own commercial interests, but would like to cooperate with the other information servers in
order to make information available to its clients. Since each server has its own preferences
regarding possible data allocations, its interests may conflict with the interests of some of
the other servers. There is a need to find a protocol in order to reach a common agreement
on the location of new data. The protocol should yield an efficient and fair allocation.

A specific example of a distributed information system is the Data and Information Sys-
tem component of the Earth Observing System (EOSDIS) of NASA [43]. It is a distributed
system which supports archival data and distribution of data at multiple and independent
data centers (called DAACs). Each data center in NASA is independent and has its own
budget. Thus, we can consider the data centers as self-interested, although they belong to
the same organization. The current policy for data allocation in NASA is static: each DAAC
specializes in certain topics. When new data arrives at a DAAC, the DAAC checks if the
data is relevant to one of its topics, and, if so, it uses other criteria, such as storage cost,
to determine whether or not to accept the data and store it in its database. The DAAC
communicates with other DAACs in those instances in which the data item encompasses the
topics of multiple DAACs, or when a data item presented to one DAAC is clearly in the
jurisdiction of another DAAC, and then a discussion takes place among the relevant DAAC
managers. However, this approach does not take into consideration the location of the infor-
mation clients, and this may cause delays and transmission costs if data items are stored far
from their potential users. Moreover, this method can cause rejection of data items if they
do not fall within the criteria of any DAAC, or if they fall in the criteria of a DAAC which
cannot support this new product because of budgetary limitations.

We propose a strategic negotiation model that takes into account the interests of all the
servers in order to agree on a data allocation. Using this protocol, the servers have simple
and stable negotiation strategies that result in efficient agreements without delays. We show
that our methods yield better results than the static allocation policy currently used in
EOSDIS.

In Section 2, we present some related work on distributed AI and on the file allocation
problem. In Section 3, we define the data allocation problem. In Section 4, we consider
the general situation, in which the servers have incomplete information about each other,
and we suggest using a revelation step in which each server provides its private information
before the negotiation takes place. Following the revelation approach, in the remainder



of the paper, we consider the complete information case only. In Section 5, we suggest
a negotiation mechanism for reaching agreements on the data allocation. In Section 5.3,
we prove that in the case of simultaneous response for an offer, there is a large number of
possible allocations that can be reached using stable strategies. Among them, we suggest
to choose the allocation which maximizes a given social welfare criterion. The problem of
finding an optimal allocation with respect to a social criterion is itself a difficult issue, and
in Section 5.5 we prove that it is NP-complete [22] and suggest heuristics for finding a near-
optimal solution. We test and compare these algorithms in Section 6.2 in order to evaluate
their performance. Finally, in Section 7 we conclude and present questions for future work.

2 Related Work

Our work shares common research issues in the field of distributed artificial intelligence (DAI)
and in research on the file allocation problem. In the following subsections, we present related
work in these areas.

2.1 Related Work in DAI

Research in distributed artificial intelligence (DAI) is concerned with how automated agents
can interact and solve problems effectively. Bond and Gasser [4] briefly describe the research
areas of DAI' and divide them into two main parts:

1. DPS (Cooperative Distributed Problem Solving), which considers how the work
of solving a particular problem can be divided among several processors. Each of the
processors is intelligent, but they all have a common goal and common preferences.

2. MA (Multi-Agent systems), which coordinates intelligent behavior among a collec-
tion of autonomous intelligent agents. Each one may have different goals and different
interests, which may conflict with the interests of other agents in the system.

Our problem pertains to MA, since in our environment, each server has its own preferences
regarding the solution which will be reached, and the interests of different agents may conflict.
There are different approaches for solving coordination problems and resource allocation
problems in MA environments. Often, techniques from game theory and economics are
applied to MA systems, since these fields are concerned with solving similar problems among
human players, assuming that each player is self-motivated.?

Wellman [61] uses the term market-oriented programming as an approach to distributed
computation based on market price mechanisms. Several allocation problems can be solved
efficiently and in a distributed fashion by using the computational economy framework and
finding its competitive equilibrium: flow problems, allocation of computation time, allocation
of computational resources, provision of distributed information services, etc.

Mullen and Wellman [40] have broadened Wellman’s model in order to solve a problem
of information service provision. In this model, a popular information service (of which the

'For other surveys of DAL, see [23, 15, 62, 39].
2For introductory books in game theory see, for example, [21, 42, 47].



canonical example is Blue-Skies, a weather-information server based at the University of
Michigan) is available on the Internet, and local agents decide whether to serve as mirror
sites for the service. In Mullen and Wellman’s economic model, there are producers such
as carriers that produce transmission of information through the network, manufacturers
that provide CPU access and disk storage, and mirror providers that have the capability of
transferring local storage and other resources into provision of the information service at their
local site. A consumer is an individual end user or an aggregate of all the users at a particular
site. Mullen and Wellman suggest a competitive-market pricing of the transmission price
(when no mirror site is established), as well as the price of establishing mirror sites. The
competitive approach is applicable only when there are several units of each type of good,
since it is not rational for the consumers and producers to ignore the effect of their behavior
on the prices when they actually have an influence. In our case, each data item is unique,
so a competitive approach cannot be used. Furthermore, in our model, there are few servers
involved, so the competitive assumption does not hold. Thus, we will use negotiations for
our problem.

Ephrati and Rosenschein [17] suggest using the Clarke Tax voting procedure in order
to reach a consensus in MA systems. In this procedure, each agent expresses its cardinal
utility for each possibility, and the one with the highest sum of utilities is selected. Taxes
are taken from the agents in order to ensure truthful voting. The mechanism assumes an
explicit utility transferability. The utility that is transferred out of the system (the tax) is
actually wasted and reduces the efficiency of the overall mechanism.

Negotiation is proposed in DAI as a means for agents to communicate and compromise
in order to reach mutually beneficial agreements. It is used in DPS environments in order
to find a mutual agreement among agents with conflict knowledge and abilities. Durfee [16]
uses negotiations for decision making in distributed systems, where the issues are: usage of
local resources, knowledge of the system, and task distribution. Each agent represents its
knowledge by its partial global planning, and sends knowledge updates to the other agents
using this representation.

Several researches in DPS use negotiation for distributed planning and distributed search-
ing for possible solutions to difficult problems. Conry [7] suggests multi-stage negotiation to
solve distributed constraint satisfaction problems, when no central planner exists. Our file
allocation problem can be viewed as a constraint satisfaction problem, but our agents are
self-motivated: hence, this DPS approach will not be used.

Sen and Durfee [55] consider two commitment strategy options for the scheduling prob-
lem: committing or non-committing to a proposed time interval amounts to either blocking or
not blocking valuable calendar resources until complete agreement is reached. They checked
both strategies for different combinations of environmental factors, and found that no one
option is dominant over another in the sense that it performs better under all circumstances
on all performance metrics.

Decker and Lesser [11] compare communicating agents versus non-communicating agents
in the distributed vehicle monitoring testbed (DVMT). They found that communicating
agents are better in most of the cases. They tested the average relative increase in quality
in the results of communicating agents versus non-communicating agents. They found that
this average grows with the load of the system, as well as with the duration power. In our



research, we also checked the effect of problem variance on the impact of negotiation, and
we present our results in Section 6.2.

In the case of MA, negotiation is a tool for solving conflicts among the self-interested
agents (e.g., [34, 66, 49]). It differs from negotiation in DPS (e.g., [8, 7, 16, 38, 33]), which
aims to solve conflicts arising from different knowledge and abilities. In suggesting negotia-
tion as a method to solve conflicts in MA, we have to refer to the negotiation protocol - that
is, what the possible actions of each agent in the negotiation are, and how they will affect
the result of the negotiation. Then we have to find the equilibrium of this protocol - that is,
what a stable result will be, when each agent tries to do the best it can for itself.

Rosenschein and Zlotkin [49] describe possible environments in which conflicts exist be-
tween automated agents. They suggest that the agents reveal their preferences, and they
use mechanism design methods to ensure truthful reports of the agents. As in [49], we will
use negotiations in order to reach a fair and efficient result, and we will suggest using a
revelation method for the incomplete information situation.

Sycara [59, 58] presents a model of negotiation that combines case-based reasoning and
optimization of multi-attribute utilities. In her work, agents try to influence the goals and in-
tentions of their opponents. Sierra et al. [57] present a model of negotiation for autonomous
agents to reach agreements on the provision of service by one agent to another. The model
defines a range of strategies and tactics, distilled from intuition about good behavioral prac-
tice in human negotiation, that agents can employ to generate offers and evaluate proposals.
In contrast, we apply a formal game-theory model.

Zeng and Sycara [65] consider negotiation in a marketing environment with a learning
process in which the buyer and the seller update their beliefs about the opponent’s reservation
price, using the Bayesian rule. However, they use a simple model, where there are only two
parties in the negotiation (buyer and seller) and where the subject of the negotiation is the
price of the item.

Kraus et al. [34] present a negotiation framework based on Rubinstein’s alternating-offer
negotiation model [50, 46]. They describe the negotiation process for environments of task
allocation and resource sharing, when the time involved in the negotiation is valuable and
prove that agreements will be reached during the first or second negotiation period in various
cases.

Our research is based on the research of [34] and uses the alternating-offer negotiation
model. However, the problem studied here is much more complex than the resource allocation
and task distribution problems described in [34]. In our model, there are more than two
servers involved in the negotiation, and agreement is not simply a partition of the resource
usage time or a partition of the task, but actually specifies the location of each data item.

2.2 File Allocation

Our research is closely related to the file allocation problem in distributed environments.
The file allocation problem, suggested first in [6], deals with how to distribute files and
documents among computers in order to optimize the system performance. The various file
allocation models are presented as optimization problems in terms of objective functions
and constraints. The file allocation problem is known to be NP-complete [18], and many



contributions have been made towards solving it. Dowdy and Foster [13] have given a brief
and extended description, as well as mathematical formulations of the objective function
and the constraints which may be considered in the file allocation problem, and they have
described some known solution techniques.

Apers [1] investigates the problem of the allocation of the data of a database to the
sites of a communication network and also discusses data transfers between files. He also
mentions the distributed version of the problem and suggests that, in a distributed system,
the problem solving should be done in a distributed fashion and that each site should solve
part of the problem.

In this paper, we consider a simple version of the file allocation problem. In the classic file
allocation problem, the number of copies of each file is not assumed to be fixed, and there is
difference between retrieval and update transactions: while retrieval transactions are routed
to only one copy of the file, update transactions are routed to all the copies. However, in this
paper only one copy of each file is permitted. Thus there is no difference between retrieval
and update transactions (any transaction is called a “query”) and the objective function of
each server is simple and does not consider the system load.

However, in our case the servers are self-motivated, so any suggested solution has to
consider each server involved, and we have to prove that the solution is actually stable in
the face of manipulations by the servers. In some cases we propose that the agents find
allocations that maximize social welfare. Even in this case, the problem is different than
the classical file allocation problem, since our constraints with respect to server ¢ depend on
the entire allocation and not only on the datasets stored locally at server i, as in the file
allocation problem. In Section 5.5.2, we prove that the problem we consider is NP-complete.
In Section 6.1, we survey more related work on the file allocation problem and describe
algorithms which are used to solve different variations of the file allocation problem. We also
describe why they are applicable to our problem.

3 Environment Description

In the environment which we consider, there are several information servers, connected by a
communication network. Each server is located in a different geographical area and receives
queries from clients in its area. In response to a client’s query, the server sends back infor-
mation stored locally or information stored by another server, which it retrieves from that
server. In our model, each server has its own interests and wants to maximize its own utility.
Its utility function considers the location of each data item, including data which is stored
by any other server.

We suggest using negotiation involving alternating offers to solve the allocation problem.
In the model of alternating offers, all the agents negotiate to reach an agreement which
specifies the location of all the relevant data items. Such a process may include several
iterations, until an agreement is reached. During each time period, one agent makes an
offer, and each of the other agents may either accept the offer, reject it, or opt out of the
negotiation. If an offer is accepted by all the agents, then the negotiation ends, and this offer
is implemented. If at least one of the agents opts out of the negotiation, then a predefined
conflict_allocation is implemented, as defined below. If no agent has chosen “Opt” but at



least one of the agents has rejected the offer, the negotiation proceeds to period ¢+ 1, another
agent makes a counter-offer, the other agents respond, and so on.

In this section, we formally describe the data allocation problem which we consider and
define its basic components. First, we define the environment in which the negotiation will
take place.

Definition 3.1 An Environment is a tuple <SERVERS, DATASETS, U>, where”

SERVERS: A set of information centers. Each server is located in a different geographical
area and services requests of clients that are located in its geographic area. Each server
has its own interests and tries to maximize its own utility. We assume that there are
more than two servers.

DATASETS: The set of the new data items. The concept dataset refers to a collection of
information units, corresponding to a file in the file allocation problem. Each dataset
has its own keywords and attributes®. During each period, new datasets arrive and are
stored in a temporary location until a permanent decision is made about the location
of each dataset. Each dataset has to be allocated to one of the servers. Only one
copy of each dataset is allowed, since the datasets considered are extremely large, and
it is not efficient to allow multiple copies of a dataset.* In environments where old
datasets may be reallocated, we can extend the model and consider periodic dataset
reallocation. In this case, DATASETS denote the set of the new data items, as well as
the old data items which are needed to be reallocated.

U: An array of the utility functions of the servers: U = {U,},csrrvERS-
U, is the utility function of server s, representing its preferences. It is a function from
the set of possible allocations and possible time of an agreement, to the real numbers.
Us(alloc, t) specifies the utility of server s from allocation alloc, if it was agreed at time
t.

Time: Negotiation is a process that may include several equidistant iterations. We
assume that agents can take actions in the negotiation only at certain times
0,1,2,... that are determined in advance.

Allocation: An allocation is an assignment of each dataset to one server, i.e., a func-
tion alloc: DATASETS — SERV ERS U {none}, indicating the server in which
each dataset will be stored. If a dataset is assigned none, then it will not be
located in the system as a whole. In environments in which each dataset has to
be allocated, we have: alloc : DATASETS — SERVERS. The set of all possible
allocations of datasets to servers, which are used as offers in the negotiation, is

denoted by OFFERS.

3In on-going research, we concentrate on the structure of the dataset attributes, how does it influences
its usage, and how the usage of a dataset be learned using its keywords.
4If the datasets are small, it is possible to extend the model to allow multiple copies of each dataset.



3.1 Utility in the First Time Period

The components of the utility function which we consider are often used in the distributed
file allocation community [5, 13, 14]. The utility function of a server consists of payments
by the user for answering their queries and for retrieval costs, answering costs, and storage
costs. Suppose server ¢ receives a query from one of its clients, and in order to answer this
query, server ¢ needs a document which is located in server j # i. In this case, server j
will send server ¢ the required document. The cost to server i for retrieving the required
document from server j is termed retrieval costs 5. The costs to server j for sending the
required document to server ¢ are called answering costs. Both answering costs and retrieval
costs are assumed to depend on the virtual distance between ¢ and 7. Each server receives
a constant payment for each document which it sends in response to a query of one of its
clients. (In our example, server 7 will receive payments from the client who sent the query.)
Finally, each server incurs costs for storing a dataset locally, which depends on the dataset
size.

The usage of a dataset by each server influences the utility function, as follows. As the
usage of a local dataset by remote clients becomes higher, the answering costs become higher.
As the usage of a remote dataset by local clients becomes higher, the retrieval costs become
higher. usage : SERVERS x DATASETS — R is a function which associates with each
server and dataset the expected number of documents of this dataset which will be provided
to clients in the area of this server. However, usage is only estimated®, and the servers are
uncertain concerning the real usage of a dataset, since the query flow is uncertain. Thus,
the payments for queries are not certain. In our work, we assume that the servers are risk
neutral, i.e., the utility of each server is determined only by using its expected profits [20].
The exact structure of the utility function varies for different environments. In Appendix A,
we describe a specific utility function for agreements reached in the first time period. We
use this function in our simulations, described in Section 6.2.

3.2 Cost over Time

For a server participating in the negotiation process, the time when an agreement is reached is
very important, for two reasons. First, there is the cost of communication and computation
time spent on the negotiation. Second, there is the loss of unused information: until an
agreement is reached, new datasets cannot be used. Thus, the servers wish to reach an
agreement as soon as possible, since they receive payment for answering queries. These costs
can be considered in the utility function of the server in different ways [50, 46, 34].

Examples of the influence of time on the utility function are specified below. In both
examples, we assume that there are fixed loses of C' per time period, due to the negotiation
process.

Example 3.1 The following utility functions can be used in environments that we consider.

5There are cases when clients are autonomous and send their queries directly to server 7, which has the
requested documents. For such cases, we suggest in [53] the use of a bidding mechanism for data allocation.
SFor details, see Section 4.



Constant discount ration: Consider a server i1 € SERVERS. For alloc € OFFERS
and t € Time, U;(alloc,t) = (1 — p)' - Ui(alloc,0) — t - C, where C > 0 is the constant
negotiation cost for each time delay, and 0 < p < 1. In this example, we assume that
there is a cost of unused information, but we also assume that the utility of a dataset
18 reduced over time, with a discount ration 1 — p for each time period.

Financial system with an interest rate r: Consider a server 1+ € SERVERS. For
alloc € OFFERS and t € Time, U'(alloc,t) = H_%t - Ut(alloc,0) — C' - (1 — 1_}_:),
0<r<1,C>0.

Here we assume that each server is able to borrow or to lend money at the current
interest rate r. Using the interest rate v, Us(alloc,t) is evaluated as the net present value
(NPV) of the future utility of the allocation, computed with respect to the interest rate
r. The NPV is used in financing systems in order to find the value of an investment.
It is computed by discounting the cash flows at the firm’s “opportunity cost” of capital

[10].

Other structures of utility functions may be considered too. However, there are some as-
sumptions of the utility function over time (described in Section 5.1) which we will need for
our analysis. These assumptions hold for a large set of functions, including the ones specified
above.

4 Incomplete Information Environments

The problem we consider deals with allocation of data among autonomous agents, each with
its private knowledge and preferences. In real world situations, if there is neither a central
statistical unit nor the ability to enforce true reporting, the servers will not have complete
information about each other. In this section, we will consider environments in which the
agents have private information about the usage level of the datasets.

We assume that other parameters of the utility function are common to the servers in
the environment. This assumption is not too strong, since the cost of storing data depends
on the cost of memory, which can be assumed to be similar for different servers. Also, the
cost of transmission of data from one location to the other is common knowledge and can
be easily identified. We also assume that the structure of the utility function considered by
different servers in the environment is the same, or, alternatively, that the utility structure
of each server is known by the other servers.

Note that in all the situations which we consider, the servers are uncertain about the
future usage of the datasets. In the complete information environment, the servers know the
past usage of each dataset by the clients located in each area, but do not know the actual
future usage. In the incomplete information environment, considered in this section, each
server does not know the mean usage of each dataset by clients of each area. Each server
knows only the past usage of the datasets stored locally, and it also knows the past usage of
datasets by clients in its area.

There are several approaches to dealing with incomplete information decision making
[32, 17, 41], but each of them has several limitations when applied to complex problems



such as the data allocation problem. In [51], we describe some approaches and discuss their
limitations for our domain. However, the strongest limitations are the problem of applying
the protocols of these approaches to problems with a large number of possible solutions, and
that of the lack of a central arbitrator or agency to run the protocol.

In this paper, we suggest using a revelation mechanism which will promise truthful reports
on the part of the agents. The revelation mechanism includes the following steps. In the first
step, all the agents are asked to report, simultaneously, all of their statistical information
about past usage of datasets. Given this information, each server calculates the expected
usage function, i.e., for each server the expected usage of each dataset for the clients around
it. After this step, the negotiation will proceed as in the complete information case. In order
to avoid manipulative reports in the first step, we have to ensure that when using such a
revelation process no server will have an incentive to lie.

In presenting the revealing protocol and discussing its properties, we will use the notion
of local dataset with respect to server 7 to denote a dataset stored in server i. We will
use the concept, remote dataset w.r.t. server 7, to denote a dataset stored in another server.
Furthermore, local users of server ¢ are the users located in its geographical area. We propose
that the servers use the following protocol:

1. Each server ¢ will broadcast the following:

(a) for each dataset, ds, the past usage of ds by clients in the area of server i;

(b) for each server, j, and for each local dataset ds with respect to 7, the past usage
of ds by clients in the area of server j.

The servers send these reports simultaneously, and no communication is allowed be-
tween the servers before and during this step.

2. Each server will process the information obtained from the other servers, and then
negotiation will take place, as in the case of complete information.

The following defines situations in which two servers give different reports concerning the
same fact.

Definition 4.1 Conflicting reports: reports of server ¢ and server j are in conflict if
there is a local dataset ds w.r.t. server i, such thati’s and j’s reports on the usage of dataset
ds by server j are different.

Conflicting reports by servers ¢ and j indicate that at least one of the servers is lying. In
such cases, a high penalty for both servers provides an incentive for truth-telling in most of
the reports. The penalty imposed on servers ¢ and j should be distributed evenly among
the other servers. The following lemma shows that a server will tell the truth about its own
usage of remote datasets and about the usage of other servers of its local datasets.

Lemma 4.1 If the servers follow the pre-negotiation protocol described above, and if there
1 a high penalty exacted for servers with conflicting reports, then there is a Nash equilibrium
wherein each server is telling the truth about its usage level of remote datasets and about
other servers’ usage of its local datasets.



Proof:

Each server can tell the truth about its usage of each remote dataset, or say something
else. Each server can tell the truth about the others’ usage of each local dataset, or deviate
from the truth. Suppose that all the servers always tell the truth. If server ¢ changes its
report about the usage of one remote dataset, and say something else, then this difference
will be revealed immediately, because the server in which the remote dataset is stored will
report truthfully, and server 7 will be penalized severely. Thus, it is not worthwhile to lie.
The same can be said with respect to usage of one of its local datasets by one of the other
servers. ||

The problematic case is that of a server’s report on its usage of its own local datasets,
which are motivated by queries of its local users. The server is able to lie about its usage
of local datasets since there are no other reports on the same facts; thus a lie will not be
immediately revealed. One possibility is to ignore all reports of any server about its own
usage of a local dataset. This yields inefficiency in the negotiation outcome, but it prevents
manipulations by the servers.

If the servers do use the data about self usage of local datasets, a server may change its
reports if it expects a higher utility when doing so. However, if it reports a lower usage of a
dataset ds than is true, the other servers will believe that it has lower retrieval costs when
ds is stored in a remote server. When using an allocation mechanism which maximizes the
sum or the product of the servers’ utilities, as we suggest in Section 5.3.2, such a lie may lead
to an allocation in which those datasets will be stored far from the liar (since it reported a
low usage), and thus the liar’s utility will be lower than its utility from the allocation that
might have been chosen had it told the truth.

If a server reports more usage of a dataset ds than the real one, then it may cause datasets
similar to ds to be stored by the liar. This may cause the liar’s storage and answer costs
to be higher than the retrieval costs if it had been stored elsewhere (based on an honest
report). Moreover, in such cases, there may be datasets similar to ds which are allocated
remotely according to the static allocation. In this case, if server ¢ reports heavier usage of
ds, it causes the other servers to believe that it has higher retrieval costs of those datasets
which are similar to ds than it really has. Thus, the other servers believe that ¢’s utility from
opting out is lower than it actually is. Therefore, the agreed upon allocation may be worse
for the liar than opting out, and again, worse than the situation reached when reporting the
truth.

Thus, under our assumptions’, without knowing the exact reports of the other servers
concerning their usage of their local datasets, lying may harm the server. Moreover, even if
it has an estimation about the other servers’ usage, it needs unreasonable computation time
in order to compute which lie is beneficial, since the problem of finding an optimal allocation

"There can be examples where a heuristic to lie can be found easily. For example, if there is only one
dataset D to be allocated, and it is not worthwhile for agent A to store it, then agent A may report a very
low usage for local datasets with topics close to D, in order to prevent the storage of D by agent A itself.
However, if there is more then one dataset to be stored, then lying becomes, in general, intractable, for two
main reasons. First, changing the usage of a dataset will also influence other new datasets, which the agent
may want. Second, reducing the usage of D will also reduces the utility of agent A for the conflict allocation,
a fact that may cause the new allocation to be all the worse for it.
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itself is NP complete, as proved in Section 5.5.2, and the problem of finding which lie will
lead to an allocation which is more beneficial than if it had told the truth is, in general,
much more complicated. Thus, finding a beneficial lie is intractable.

In this paper, we also assume no collusion. Collusion can be prevented if a high enough
award is given to a server which reports on attempts to form a coalition, and the involved
servers will be punished. The best policy for the server, in this case, is to report about
the coalition formation: this is just an N-person version of the prisoner’s dilemma [42]. If
collusion is not prevented, then false reports may be given.

In the remainder of this paper, we will consider complete information environments,
or environments where the private data of each server was revealed during the revelation
process.

5 The Negotiation Model

In this section, we suggest a solution method for the data allocation problem using negoti-
ation. A solution method has to identify an allocation which will be acceptable to all the
servers and that the servers will be able to implement. Note that if there is incomplete
information, the negotiation is performed after the revelation step, so during the negotiation
process, each server has complete information about the other servers.

We will consider two variations of the model: (1) a protocol of simultaneous response
to an offer in which an agent responding to an offer is not informed of the other responses
during the current negotiation period; and (2) a protocol of sequential responses in which an
agent responding to an offer is informed of the responses of the preceding agents (assuming
that the agents are ordered). In Section 5.1 we specify our assumptions for both variations.

5.1 Features of both the Sequential and Simultaneous Models
5.1.1 Assumptions of both Models

As was discussed briefly in Section 3, the mechanism we use for negotiation is the alternating-
offers model [46, 34]. There are N > 3 agents, where each represents one server in the
negotiation.® The agents have to reach an agreement on the location of each ds € DATASETS.
7(t) will denote the agent that makes an offer at time period ¢. In each period t € T'ime, un-
less the negotiation has been terminated earlier, agent j(t) will offer a possible allocation for
all the datasets considered (i.e., alloc € OFFERS), and each of the other agents may either
accept the offer (choose Yes), reject it (choose No), or opt out of the negotiation (choose Opt).
A fair and reasonable implementation is to order the servers randomly, before the negotiation
begins,? to denote them, 1,..,|SERV ERS]|, and to let j(t) be t mod |SERV ERS| + 1.

If a proposed offer is accepted by all the agents, then the negotiation ends, and this offer
is implemented. Opting out by one of the agents ends the negotiation, and the predefined
conflict allocation is implemented (see Assumption 5.2). If no agent has chosen Opt, but at
least one has rejected the offer, the negotiation proceeds to period ¢ + 1, and agent j(t + 1)

8In the remainder of the paper, we will use a server and its agent interchangeably.
9A distributed algorithm for randomly ordering the agents can be based on the methods of [2].
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will make a counter offer, the other agents will respond, and so on. In some situations, there
is a time period T, after which the negotiation should terminate, and the conflict allocation
should be implemented (finite horizon). In other situations, the negotiation may continue
forever, i.e., T =00 (infinite horizon). In the infinite horizon case, if the agents actually
continue to negotiate indefinitely, we refer to the outcome as “Disagreement.”’

The negotiation mechanism provides a framework for the negotiation process and specifies
the termination condition. However, each agent needs to decide on its negotiation strategy.
In general, an agent’s negotiation strategy is any function from the history of the negoti-
ation to its next move. Given a specific situation, we would like to be able to find simple
strategies that can be recommended to all agents, such that no agent will benefit by using
another strategy. Before looking into this problem, we present a number of assumptions
concerning the utility functions of the agents. The first assumption states that agents prefer
any agreement during any given time period over the continuation of the negotiation process
indefinitely.

Assumption 5.1 Disagreement is the worst outcome:
For every alloc € OFFERS, t € Time, ands € SERVERS, U,(alloc,t) > Us(Disagreement).

As mentioned above, disagreement can occur if the negotiation continues forever, in
environments where 7' = co. However, in an environment where there is a time period T
in which negotiation ends, a predefined conflict allocation will be implemented. It will also
be implemented if, at any step of the negotiation, any agent has decided to opt out of the
negotiation. Our negotiation process will reach an agreement which will be preferred by all
the servers over the conflict utility, i.e., the utility derived by each server from the agreed
allocation will be, at the very least, the utility it can gain without negotiation. We suggest
two possibilities for the conflict allocation:

Assumption 5.2 If negotiation has reached time T, in the finite horizon model, or if an
agent opts out, the conflict_allocation is implemented. It can be implemented as follows:

No dataset is allocated: Vds € DATASETS, conflict_allocation(ds) = none. In this

case, no dataset will be allocated to any server.

Static allocation: Fach dataset will be located in the server that has topics “closest” to the
dataset; 1.e., each dataset will be stored in the server which stores other datasets with
the most similar topics. For example, a dataset about “atmosphere” will be allocated to
the server who deals with this topic. The “static allocation” is well-known to the servers
before the negotiation process starts and is a valid offer itself, 1.e. static_allocation €

OFFERS.

The conflict allocation may be better for an agent than other offers. However, in as-
sumption 5.3 we assume that the utility from the conflict allocation is never negative. This
assumption is necessary in order to ensure that servers will prefer reaching an agreement
sooner rather than later when their utility function behaves as described in Section 3.2.

10Tn fact, we will prove that since disagreement is the worst outcome, the agents will never reach this
situation.
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Assumption 5.3 The utility of each server from the conflict allocation in the first time
period is always greater or equal to zero.

If the conflict allocation means no allocation of any dataset, then the utility that the
servers derive from the conflict allocation is always zero. However, we also assume that in
the case of the static allocation, the utility for each server is non-negative. A non-negative
utility can be achieved when the price of the queries is high enough. The following attribute
states that reaching an agreement earlier is better than reaching it later, whenever the utility
derived by the server from this agreement during the first time period of the negotiation is
non-negative.

Assumption 5.4 Agreements over time

For every t1,t2 € Time, s € SERVERS and for every alloc € OFFERS such that
Us(alloc,0) > 0, if t1 < t2 and t1,t2 < T in the finite horizon model, then Us(alloc,t2) <
Us(alloc, t1).

The following assumption considers the relationship between the utilities of two different
offers over time, if both yield non-negative utilities at time 0. It states that the relations
between the utility of two offers are independent of time. This trait is important for the
structure of our negotiation process.

Assumption 5.5 Relations between offers:

For each s € SERVERS, ol,02 € OFFERS, t1,to € Time, such that t1 < t2 and
t1,t2 < T in the finite horizon model, if Us(o1,t1) > 0 and Us(o02,t1) > 0, then Us(o1,t1) >
Us(Og,tl) Z_ﬁ Us(Ol,tQ) > Us(Oz,tQ).

The above assumption holds for any type of utility function where the utility of an
agreement reached at time ¢ + 1 is a linear transformation of the utility agreed at time t,
i.e., Upy1 = aU; + b, where the coefficient a is positive. In particular, it holds for the utility
functions described in Example 3.1.

5.1.2 Attributes of both Models

An important property presented in the next corollary is that the utility derived from the
conflict allocation is reduced over time.

Corollary 5.1 Opting out costs over time

Consider a model that satisfies assumptions 5.2— 5.4. For every t1,t2 € Time and 1 €
SERVERS, iftl <t2, andtl,t2 < T in the finite horizon model, then Uy(conflict_allocation,t2) <
Us(conflict_allocation,t1).

The following is a corollary of the assumptions and attributes above concerning the
relationships over time between the utility of any offer and the utility of opting out.

Corollary 5.2 Conflict allocation and other offers:
Consider a model that satisfies assumptions 5.2, 5.3, and 5.5. For eachs € SERV ERS, alloc €
OFFERS, t1,t2 € Time, t1,t5 < T in the finite horizon model,
if Us(alloc,t1) > Us(conflict_allocation,tl), then
Us(alloc,t2) > Ug(conflict_allocation,t2).
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Since the relation between the utilities of offers and the utility of the conflict allocation
does not change over time, the set of offers, which are not worse for agent s than is the
conflict allocation, is independent of the negotiation time. In the following, we define the set
of offers which are not worse for agent s than is the conflict allocation, and the set of offers
which are not worse for all the agents than is conflict allocation.

Definition 5.1 Offers that are not worse than the conflict allocation:

For every s € SERVERS, we define
OFFERS’ = {offerloffer € OFFERS, Y0 <t < T, Us(of fer,t) > Us(conflict_allocation,t)}.

We denote by OF FERS the set of all offers that are individually rational, namely, the
offers that are not worse than the conflict allocation is for all of the agents:

OFFERS= (| OFFERS".
sESERVERS

5.2 Equilibria Definition for both Models

We are now ready to consider the problem of how a rational agent will choose its negotiation
strategy in such an environment, given the attributes and the assumptions specified above
above. A useful notion is the Nash Equilibrium [45, 35], which is defined as follows:

Definition 5.2 Nash Equilibrium: A strategy profile F = {fi,...,fn} is a Nash equi-
librium of a model of alternating offers, if no agent © has a different strategy yielding an
outcome that it prefers to that generated when it chooses f;, given that every other player j
chooses f;. Briefly, no agent can profitably deviate, given the actions of the other players.

This means, that if all the agents use the strategies specified for them in the strategy
profile of the Nash equilibrium, then no agent is motivated to deviate and use another strat-
egy. However, the use of Nash equilibrium is not an effective way of analyzing the outcomes
of the models of Alternating Offers, since there may be some points in the negotiation of
which one or more agents prefer to diverge from their Nash equilibrium strategies. Nash
equilibrium strategies may be in equilibrium only at the beginning of the negotiation, but
may be unstable in intermediate stages. In the following, we will define the concept of sub-
game perfect equilibrium (SPE) [47], which is a stronger concept, and which will be used in
order to analyze the negotiation.

Definition 5.3 Subgame perfect equilibrium: A strategy profile is a subgame perfect
equilibrium of a model of alternating offers if the strategy profile induced in every subgame
15 a Nash equilibrium of that subgame.

This means that in any step of the negotiation process, no matter what the history is, no
agent is motivated to deviate and use any strategy other than that defined in the strategy
profile. We will use this notion to analyze two types of negotiation protocols: negotiation
where all agents respond simultaneously to an offer and negotiation where they respond
sequentially.
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5.3 Simultaneous Response Model

Consider the negotiation process, after a revelation step was performed, if required. In this
section, we assume that the response process to an offer is simultaneous; each agent, when
responding, is not informed of the other responses to the offer during this time period.

Assumption 5.6 After an agent makes an offer, all the other agents respond simultane-
ously.

We will now define the strategy of an agent participating in the negotiation, when it does
not know the other responses at the time it responds.

Definition 5.4 Negotiation Strategies - Simultaneous Case:

A strateqy is a sequence of functions. In the simultaneous response case, the domain
of the i’th element of a strategqy is a sequence of offers of length i, and its range is the set
{Yes,No,Opt} UOFFERS.

For each s € SERVERS |, let fs = f' 2, such that

for s =j(t), ft : OFFERS* — OFFERS,and

for s #j(t), ft : OFFERS" x OFFERS + {Yes, No,Opt}.

A strategy profile is a collection of strategies, one for each agent [47].

The problem is how to implement a simultaneous response protocol. If we assume broad-
casting of responses, one might receive the other responses before the server responds, so it
has additional information.

The simplest method for preventing such effects is to ensure that each server sends its
response before it reads the new mail it received after the time point at which the offer had
been broadcast. Such checking can be done automatically by checking the data maintained
by the centralized communication system. Another possibility is that each agent sends an
encoded response, and will send the key to decode it only after all the other messages have
been received.

5.3.1 Analysis of the Simultaneous Response Model

We will show that in the case of simultaneous response for any possible allocation of datasets
that is preferred by all the agents over the conflict allocation, there is a subgame-perfect
equilibrium which leads to this outcome. The proof is based on an idea of H. Haller [26].
This result can be used in other environments where there are at least three agents and where
the utility functions of the agents satisfy assumptions 5.1-5.6 and attributes 5.4 and 5.5.11

Theorem 5.1 Consider a model that satisfies assumptions 5.1—5.6. If there are N > 3
agents, then for each offer x € OFFERS, 1.e., for an offer which is preferred by all agents
over opting out, there is a subgame-perfect equilibrium of the alternating offers negotiation
with the outcome x offered and unanimously accepted in period 0.

110ther domains where these results can be applied include: scheduling problems for self-motivated agents,
where one complete schedule should be found (e.g., [54]); complex task allocations (e.g., task assignment in
self-management maintenance groups of an airline [25]); goods storage in environments of multiple suppliers;
and air-pollution reduction by several companies when weather conditions require it.
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Proof: For any time t let us define a rule R; to use in time ¢ by agent ¢ = j(t) and a rule
E; to be used by agents which are not j(¢):
For 1 = j(¢):

R;: Offer z.
For agent ¢ # j(t):

Et:
Accept, if z was offered.
Opt out, if an offer other than = was made.

These rules define a strategy f; for any agent ;. The claim is that ( fi, ..., fy) is a subgame-
perfect equilibrium with the outcome that z is offered and unanimously accepted in period
0. Clearly, (f1,..., fv) leads to this outcome. It remains to be shown that (fi,..., fy) is a
subgame-perfect equilibrium. Let ¢ > 0 and : € SERV ERS. Consider a subgame starting
in period t, where ¢ has to make the first move.

Offer case: If © has to make an offer: violation of R; by i leads to opting out by the other
agents. Thus, the conflict allocation is implemented, but this is not better for 7 (and
probably worse) than reaching an agreement z. Therefore, ¢ has no better response
than opting out in that case.

Responding case: If agent ¢ has to respond, then:

FEither R; was violated by j(t). Then, since N > 3, there is an agent k£ ¢ {j(¢),i}
who will opt out from the negotiation, according to the strategy fi. Since ¢ is not
decisive, deviating from opting out will not improve its outcome.

Or R; was followed by j(t), who offered z. If i accepts, since all other agents will
accept it too, according to their strategies, the offer is accepted and ¢’s utility is
U;(z,t). If i opts out, the opting out solution will be implemented, but i prefers
x over opting out.

If ¢ rejects, then it cannot get more than U;(z,t + 1): if it deviates from R, at
some s > t, it will get U;(opt). Otherwise, it will get U;(z,t + k) with & > 1. But
1 prefers z today, since it is losing over time and hence, accepting z is optimal.

Therefore, following FE; is optimal for 7 in the responding case. Consequently, for any ¢ €
SERV ERS, following the rules is optimal in any subgame, if the other agents follow the
rules. Hence, (f1,..., fv) is a subgame-perfect equilibrium. The same proof holds for both
the finite horizon negotiation process and for the infinite one. |

According to the above result, the order in which the agents make offers does not influence
the outcome of the negotiation. However, the above theorem shows that the number of
equilibria can be very large. The selection of one equilibrium in such situations is very
difficult. Since the agents are self-motivated, there is no one equilibrium that is the “best” for
all the agents. In addition, one might say that the strategies in the equilibria of the theorem
are strange: given an allocation z, the strategy of agent ¢ in the equilibrium associated with
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x makes ¢ opt out for any offer which is different than z, even though the offer is better for
¢ than opting out. However, the agent will follow this strategy if it knows that the other
agents will also follow it, and given that the others will follow these strategies it cannot
benefit from deviation. That is, if it is known that this equilibrium was chosen by all the
agents, deviation by one of them is not beneficial.

Equilibrium selection theories have been developed in game theory, which can discrim-
inate between Nash equilibria (e.g., [27, 29, 9]). A significant amount of work has been
performed on the evolution of conventions in games that are played repeatedly within a
population (e.g. [64, 63, 31, 3]). These conventions lead to a selection of one equilibrium by
the agents. Another approach is using “cheap talk”, which may be roughly defined as non-
binding, non-payoff relevant pre-play communication [19, 30] for selecting an equilibrium.

We propose that the convention for selecting an equilibrium be agreed upon by the
designers of the agents, rather than evolve from repeated interactions. It should lead to an
equilibrium that is Pareto optimal. We will discuss the convention which we propose in the
next section and, due to the complexity of the data allocation problem, we will propose using
a “cheap talk” stage to enable the agents to start the negotiation without long delays!?.

5.3.2 Simultaneous Response Model: Choosing the Allocation

As has been shown, if the agents follow the negotiation protocol described above, any offer
x, which gives each server at least its conflict utility, has a subgame perfect equilibrium
which leads to the acceptance of x during the first period of the negotiation. People use
conventions that emerge over time, and we propose that the designers of the agents agree on
a convention. Since the allocation set and the servers’ utilities strongly depend on the exact
settings of the negotiation session, a convention cannot be a specific equilibrium, but should
be a mechanism for choosing one.

In particular, we propose that the designers of the servers agree in advance on a joint
technique for choosing z that, on the average, will give each agent a beneficial outcome.
Thus, in the long run this convention is beneficial. We propose that the designers decide
upon a mechanism which will find an allocation which must, at the very least, give each agent
its conflict utility and, under these constraints, maximize some social welfare criterion, such
as the sum of the servers’ utilities, or the generalized Nash product of the servers’ utilities,
i.e., m(Us(z) — Us(conflict_alloc)).'® These methods will lead to Pareto optimal allocations.
However, the designers may agree on other methods as well, preferably ones which will lead
to Pareto-optimal outcomes. Note that the utility functions of the servers will be calculated
according to the usage revealed by the servers in the revelation process. In addition to
mechanisms for choosing z, the designers will provide their agents with the strategies of
Theorem 5.1, which are in perfect equilibrium and which lead to the acceptance of a chosen
allocation in the first negotiation period.'*

12As a result of this equilibrium, if no agreement can be found which is in OFFERS, then the conflict
allocation will be agreed by the agents, during the first stage.

13This solution was proved by Nash as the unique solution, given some basic axioms and when the set of
possible outcomes of the bargaining problem is compact and convex. In our situation, the set of allocations
is not convex, but we use the generalized Nash product as a reasonable bargaining outcome.

147t is possible to reach results similar to ours using other negotiation protocols (e.g., [49]). However, our
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The main problem in the mechanisms mentioned above is that as we will prove in Sec-
tion 5.5.2; the problem of finding an allocation maximizing a welfare criterion with restric-
tions on the servers’ utilities is NP-complete. Searching for an optimal solution is not prac-
tical in a large system and thus, a possible tractable mechanism is to search for suboptimal
solutions.

If the problem can be solved in reasonable time or if there is a known deterministic
algorithm which achieves good results, then each agent can run the same algorithm and
find the same z, which will be the allocation offered and accepted during the negotiation.
Nevertheless, as will be described below, we found that randomized methods may be more
beneficial for all the agents than deterministic ones. However, the agents must jointly agree
on the same allocation z, and if they use a random mechanism, each may find a different
allocation.

In order to solve this problem, we suggest dividing the negotiation protocol into two
phases in situations where randomized methods are beneficial. In the first phase, each server
will search for an allocation, using any search algorithm and resources it has. All the agents
will simultaneously broadcast their findings to the other agents at the end of the phase, and
the one with the highest value of the social welfare criteria which were agreed upon by the
designers will be designated as the chosen . Using game-theory concepts, the exchange
of messages in this phase can be referred to as “cheap talks”. In the second phase, the
negotiation will be performed using the perfect equilibrium strategies with respect to z.

We propose that in the first phase all the agents try to maximize the social welfare
criterion. However, when using such a protocol, wherein each agent makes an offer and the
one that maximizes a welfare criterion is chosen, it may be worthwhile for a server which has
significantly more computational power than the others to deviate and try to find an offer
which is primarily good for itself, and only secondarily for society. But, if the servers have
similar computation powers, then their strategies which do not maximize the social welfare
criterion are not stable. If we promise a bonus which is high enough for the server whose
suggestion has been accepted in the first phase, then maximizing the social welfare criterion
becomes the best strategy for all agents.

In any event, even if the servers do deviate, and each tries to maximize its own utility
function, the results obtained are still good. In Section 6.2.3, we present the result of testing
the case in which each server maximizes its own utility. We found out that the results are
still not worse than the ones obtained by the static allocation.

5.4 Sequential Response Model

In a negotiation process, where responses are sequential, each agent responding to an offer
is informed of the responses of all the agents that responded before it. We will assume that
the same order as the one used for making offers is used. As in the simultaneous case, the
negotiation process runs only after the revelation process has been performed and hence, we
consider an environment of complete information.

protocol puts fewer restrictions on the agents’ strategies, which is preferable in environments of autonomous
agents. We do not restrict the length of the negotiation, and we allow each server, in turn, to propose an
offer.
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It is clear that an agent will choose “no” only in cases where it expects a better offer
in the future and will choose “opt” only when the current offer is worse than the “conflict
allocation” is and when it expects no better future outcome. The strategy profile described
in Section 5.3.1 is not stable in most of the cases of sequential response: we recall from
Section 5.3.1 that the strategy for each agent was to opt out if an offer other than = was
made. In the case of simultaneous response, we proved that this behavior is stable, but in
the case of sequential response, if the agent is the last to respond and all the other agents
responded “yes”, it will answer “yes”, too, if the offer is not worse for it than opting out.
Thus, opting out is not automatically stable.

Assumption 5.7 After an agent makes an offer, the other agents respond sequentially; i.e.,
the agents are ordered, and agent i, when responding, will be informed of the responses of
agents 1,..,i — 1 (excluding j(t), if j(t) < ).

Note that in sequential response environments the order in which the agents make offers
may influence the outcome of the negotiations. However, the order of responses of agents will
not influence their position in the negotiation. We will discuss these issues in Section 5.4.1,
after providing the equilibrium of the negotiation. We will modify the definition of a strategy
(Definition 5.4) in order to take into consideration the fact that each agent is informed of
the responses of the servers before it.

Definition 5.5 Negotiation Strategies - Sequential Case:
A strategy is a sequence of functions. For each agenti € SERVERS , let f; = f* 2,
fori=j(t), ff: OFFERS' — OFFERS.
Fori < j(t),ff: OFFERS! x OFFERS x {Yes,No,Opt}'~! s {Yes, No, Opt}.
Fori > j(t), ff : OFFERS! x OFFERS x {Yes, No,Opt}'=2 — {Yes, No, Opt}.

In the case of negotiation with a finite horizon, we can use backward induction in order
to find a subgame-perfect equilibrium. This will be discussed in the next section.

5.4.1 Assumptions for the Sequential Response Model, Bounded Case

In the following, we will analyze the situation in which responses are sequential, but where
there is a finite horizon of the negotiation. This happens if the datasets to be allocated
cannot be stored in the temporary buffer anymore, or because of a regulation, or because of
a reallocation phase which occurs every N time period. We will rely on the property of the
bounded negotiation horizon in order to use backward induction in the proof. The case of a
sequential negotiation with an unbounded negotiation horizon remains for future work.

Assumption 5.8 There is a period during which negotiation can no longer continue. During
that time period, the conflict allocation is implemented. We will denote this period by T'.

We will first show that if the negotiation has not ended during prior periods, then an
agreement will be reached in the period prior to that in which no further agreement can be
reached, i.e., in period 1" — 1.

19



Lemma 5.1 An agreement is reached prior to the time period during which an agreement
18 no longer possible.

Consider a model that satisfies assumptions 5.1—5.5, 5.7, and 5.8. If the agents are
using their perfect equilibrium strategies, the negotiation process is not over until time T— 1,
and it is agent i’s turn to make an offer at time T — 1 it will then offer o'=! € OFFERS,
such that for all alloc € OFFERS, U;(o™=1,T — 1) > Ui(alloc,T — 1), and the other agents
will accept this offer.

Proof:

In period T and later, there is no acceptable agreement. Therefore, the only possible
outcome in period 7" and later is either opting out or disagreement. Since disagreement is
the worst outcome (assumption 5.1), and the agents prefer opting out sooner rather than later
(corollary 5.1), if the agents reach period T of the negotiation, all the agents will prefer opting
out at this point. Thus, there will be at least one agent that will opt out at period T. But,
we know from assumption 5.8, that in period 7' — 1 Valloc € OFFERS, Vs € SERVERS,
Us(alloc,T —1) > Uy (Opt, T — 1) and that since the agents prefer opting out sooner rather
than later, we can infer that Vs € SERVERS, U,(alloc,T — 1) > U,(Opt,T). Thus, since
opting out is the expected outcome in T , the agents will accept any offer earlier. Since it is
’s turn, it can choose the best allocation from its point of view and make this offer, and the
agents will accept it, considering that the alternative is opting out during the next period.

If there are several offers with maximum utility for ¢, and ¢ is indifferent about them, a
possible stable strategy is to choose the one which maximizes some social welfare criterion
- such as the sum or product of the utilities. Recall from corollary 5.1 that during each
time period earlier than T, there is always the same set of possible agreements which are
acceptable to all the agents. The agent whose turn it is to make an offer should choose the
best of these agreements, according to its utility function, and make this offer. However, it
needs to take into consideration the offers that the other agents may make in the future and
offer an allocation which will not be worse for any of the other agents than any possible offer
in the future.

5.4.2 Analysis of the Sequential Response Model, Bounded Case

We first define the sets of acceptable agreements by backward induction on ¢. Recall that
con flict_allocation denotes the allocation which will be reached if any agent opts out, and
will also be reached if time T is reached.

Definition 5.6 Acceptable agreements:

Let oF = conflict_allocation.

For every t € Time,t < T,
let X* = {z|zx € OFFERS and Vi € SERVERS,U;(z,t) > U™t + 1)}. Let o' =
argmaz,extUjq)(z,t). If there is more than one offer in X' which mazimizes j(t)’s utility,
then the one which maximizes the average utility of the servers will be chosen.

This definition is sound, since X! is not empty for any time period before 7. We will prove
this in the next lemma.
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Lemma 5.2 [If the model satisfies assumptions 5.1-5.5, 5.7 and 5.8, then fort € Time,t <
T, Xt +0.

Proof: )
We will show by backward induction on ¢ that for all ¢t < T', X* # ().

A

Base case (t =T —1):
It is clear from assumption 5.8 that at time 7" — 1 there is at least one offer in which
there is not a single server which is worse off than it is in the conflict allocation.

Inductive case (t < T — 2):
By the inductive hypothesis, X**! £ (). Therefore, o'*! is well defined. But, according
to assumption 5.4, U;(o'*1,t) > U;(o™*1,t 4 1). It is also clear from corollary 5.1 that
if an offer is not worse than opting out during period ¢ + 1, it is also not worse than
opting out during the previous period. Thus, o'*! € Xt. |

We will show now that during any time period ¢, all the agents will accept of, and the
agent whose turn it is to make an offer will actually offer of. The intuition behind this is
that of is preferred by the agents over opting out, and it is not worse than any agreement

that can be reached in the future.

Lemma 5.3 Consider a model that satisfies assumptions 5.1—¥5.5, 5.7, and 5.8. At any
time period t < 1T', the agents will accept any offer o € X', and the agent whose turn it is to
make an offer will offer o.

Proof: The proof is by backward induction on t.

A

Base case (t =7 — 1): This is clear from lemma 5.1.

Inductive case (t < T — 2): By the induction hypothesis, if an agreement isn’t reached
during this time period, the outcome of the negotiation process will be (o't ¢ + 1).
But, each agreement of X* at time period ¢ is preferred by all agents over (of*! ¢ + 1)
and is not worse than opting out at ¢; the proof proceeds as in the basic case. |

We summarize the result of the sequential case in the following theorem.

Theorem 5.2 Given a model satisfying assumptions 5.1—5.5, 5.7, and 5.8, if the agents
use their perfect equilibrium strategies, then during the first time period, the first agent to
make an offer will suggest o°, and all the other agents will accept it.
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Proof: This is clear from lemma 5.3. |

5.4.3 Discussion and Limitations of the Sequential Response Model

Recall from Section 5.1 that the agents are numbered 1,2,...,N, and each agent represents
one server in the negotiation. This numbering determines the order of suggesting an offer,
and also the order of responding to an offer, when it was suggested: Recall from Section 5.1
that at each time ¢, the suggesting agent will be j(t) =t mod |SERV ERS|+ 1. Recall from
assumption 5.7 that in the sequential model, after an agent makes an offer, agent i, when
responding, is informed of the responses of agents 1,..,72 — 1.

Using the equilibrium, we have found that the order of responding to an offer does not
influence the result. Agent j(t) will suggest an offer which will be better for all agents than
o1, and there is no benefit to responding sooner rather than later. However, the order of
making offers does influence the results. Agent ](T — 1), which sends the offer o7 ~! at time
step T — 1, can suggest any offer which is better for all the other agents than the conflict

A

allocation, and it will suggest the one which is best for itself. Agent j(7' — 2) can suggest
any offer which is better for all agents than obtaining of=1 in the next time step, and it will
suggest the one which is best for itself. )

It seems that if the cost of time is low, then the set X T-2 will be much smaller than the set
of the set X7~!. This means that the last agent to send an offer before the conflict allocation
is implemented benefits, since it can significantly improve its position when sending an offer
(it can send the best offer for itself which is better for the other than a conflict), while the
other agents can do much less (they have to send an offer which is better for the other than
the offer which will be suggested at the next time period). Even though in the equilibrium
the negotiation will not reach period T — 1, this property is carried out until X°.

The following example demonstrates the benefits of the agent which makes an offer at

A

T—1.

Example 5.1 Suppose there are three agents, denoted by sy, s; and so. Their cost over time
1s 1, and the utility of each agent from the conflict allocation implemented at time t, is 5-t.
In the following table, the set OF FERS 1s presented, and the utility for each agent from the
acceptance of each offer at each time t is provided.

offer | utility(sy) | utility(sz) | utility(ss)
Al 10-t 5-t 5-t

B1 9-t 6-t 5-t

C1 9-t 5-t 6-t

A2 | 5-t 10-t 5-t

B2 6-t 9-t 5-t

c2 | 5-t 9-t 6-t

A3 | 5-t 5-t 10-t

B3 6-t 5-t 9-t

c3 | 5t 6-t 9-t
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For example, the utility for server sy from offer A1, if it is accepted at time 0, is 10, while
the utility for server s; from the acceptance of offer A1 at time 0 is only 5. Furthermore,
the utility for server sy from the acceptance of Al at time 1 is 9, and its utility from the
acceptance of Al at time 2 is 8, etc..

Suppose also that T = 6. This means that the last time when an offer can be made is at
time period 5. So, agent j(T —1); i.e., agent j(5) is the last to suggest an offer. Recall that
j(5) = S5 mod 3+1 = S3-

At time 5, s3 can suggest any offer which is better for sy and sy than the conflict allo-
cation. Thus, agent sz will offer A3, which mazimizes its utility, and A3 will be accepted
immediately at time 5, since otherwise, time T =6 will arrive, and the conflict allocation will
be implemented. But agents s; and sy prefer obtaining a utility of 5 — 5 = 0 from allocation
Az at time 5, over obtaining a utility of 5 — 6 = —1 from the conflict allocation at time 6.
Thus, they will agree to A3 at time 5.

At time 4, it 1s agent sy’s turn to make an offer. Any offer will be accepted by agent
s1, since any offer gives s; a utility of at least 1, so it will prefer it over accepting A3 at
time 5 with utility 0. However, so must suggest an offer which is at least the same for agent
s3 as A3 at time 5; 1.e., it must suggest an offer which gives agent s3 at least a utility of
10—5 = 5. Thus, sy can suggest A3 (giving s3 a utility of 6), B3 (giving s3 a utility of 5) or
C3 (giving s3 a utility of 5). Agent so will offer C3, since it mazimizes its utility over this
third options.

Following the same rules, agent 1 at time 3 will offer B3, agent 3 at time 2 will return to
A3, agent 2 at time 1 will again offer C3 and agent 1 at time 0 will offer B3. Finally, B3
will be offered and accepted at time 0. Graphically, it can be viewed in Figure 1, Scenario 1.

Stmilarly, using backward induction, we can show that sz =17, then agent s, will be the
last to make an offer, and the offer which will be suggested and accepted at time O will be
Al. We show this in Figure 1. Simailarly, sz = 8, then agent sy will be the last to make
an offer, and the offer which will be suggested and accepted at time 0 will be B2. As can be
seen, the most important factor is the agent that will make an offer at time T—1.

Similar examples can be found for other environments, with a different set of offers.

Therefore, we suggest in Section 5.1 that the ordering of the servers be determined
randomly, before the negotiation begins, so there will be no server with a constant unfair
advantage over the others.

5.4.4 Complexity Problems for the Sequential Response Model

In the previous section, we have provided a mechanism for reaching an agreement if responses
to offers are sequential and if the negotiation process has a bounded horizon. Implementing
our mechanism means calculating o7 !, then calculating o ~2 and so on until 0°, which will
be the offer of agent j(0) during the first negotiation period. This agreement will be accepted
by all the other servers.

However, the problem of determining o' in each time period is difficult, and in Sec-
tion 5.5.2 we will prove that it is NP complete. Heuristic methods can be used in order to
find an allocation which is near optimal, but there is no guarantee that the allocation found
will really be o.
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Scenariol Scenario? Scenario3

0(1) B3 Al B2
1(2) C3 B1 A2
23 A3 c1 C2
3(1) B3 Al B2
4(2) C3 B1 A2
5(3) A3 c1 C2
6() —— T Al B2
72 S A2
. — T

Figure 1: Three scenarios of the backward induction process. They differ in the agent which
makes an offer during the last negotiation time period: Scenario 1 happens if agent 1 makes
an offer at time 7' — 1. Scenario 2 happens if agent 2 makes an offer at time T — 1, and
Scenario 3 happens if agent 3 makes an offer at time T—1.

If we allow each agent to use any heuristic method, or if the heuristic method used
is nondeterministic, then the backward induction will not work, since determining o'~! is
impossible without exact knowledge about of, and nobody can know of without knowing
how it is going to be determined.

We should consider the protocol in which each agent j (t) is asked to report to all the
other agents its of. First, agent j(T —1) will be asked to report its suggestlon at time 7' — 1.

Then, the agent before it is required to determine ol =2

, according to o ~! which had already
been reported, and so on, until agent j(0) is asked to calculate 0. In that point, we do not
allow the agents to suggest anything different than what they had previously reported.
But, there are cases in which it is worthwhile for the agent to report an allocation other
than the one which is best, from its point of view, as can be seen in example 5.2. So, deciding

which allocation to report may become a complicated decision.

Example 5.2 There are three possible allocations: A,B, and C. The negotiation has two

time periods before time T during which offers can be made. We denote them by T—2 (the

first one) and T -1 (the last one). The constant cost of delay for one period is 10. There

are three agents, whose utilities from A,B, and C during the first time period are as follows:
| H agent 1 | agent 2 ‘ agent 3 ‘

A 100 45 100
B 60 50 80
C 110 40 80

Suppose also that agent 2 knows all of the information in this table, but agent 1 only

24



knows the information in its own column and that of agent 3. Suppose at time T—11tis
agent 2’s turn to make an offer, and agent 1 makes an offer at time T —2. Thus, at time
T — 1, of~! = B, since it is the best allocation for agent 2 in this period. Then, at time
T — 2 it is the turn of agent 1 to make an offer. It must find an offer which gives agent 2
at least 40, and agent 3 at least 70, so they will have no incentive to reject its offer in order
to recewe B during the next time period. The offer that follows this constraint, which is best
for agent 1, is C. Thus, o' 2 = C. But, if agent 2 reports that it will offer A, then agent 1
in the period before cannot offer C during the period before, since it is not good enough for
agent 3; i.e., it is not better for agent 3 than obtaining A during the next time period. Thus,
agent 1 will be forced to offer A as well. Agent 2 prefers A over C'. Thus, it will report A
instead of B, although B gives it a higher utility.

The example above demonstrates that, given incomplete information concerning the util-
ity of possible allocations, the agents may benefit from deviating from reporting the best
allocation they can suggest when it is their turn. However, it is possible to force the agents
to follow their report and to offer the allocation they declared they would suggest. This does
not prevent manipulation, but it does promise an agreement during the first time period
of the negotiation. Furthermore, in order to send a manipulated report, the agent needs
enough time by itself in order to fabricate a report which will achieve better results than
those resulting from simply reporting the best response. This process is much more complex
than reporting the best found allocation, which is itself intractable.

It is not stable to enforce a regulation in which all the agents use the same determin-
istic algorithm with the same amount of resources in order to find of. This non-stability
occurs because each agent has incentives to deviate and to use a better algorithm with more
resources, in order to find an offer which will be better for itself, as well as for the other
agents, so that it will be accepted by them. A one-step negotiation protocol which ignores
the problem of the bounded abilities may cause delays in the negotiation. For example, if
agent j(t;) underestimates o2, and suggests an offer which is worse for agent j(t2) than o
at time to, then agent j(t2) prefers to reject the offer. However, if an agent rejects an offer,
it takes a risk that its offer will also be rejected by some other agent, which will thinks more
and finds a better allocation for itself. Thus, it cannot ensure benefits from rejecting the
offer.

To summarize, we found that using a sequential responses protocol of negotiation if the
problem size is large may cause different problems, since we cannot force the agents to
use a specific non-deterministic optimization model, and without doing so, negotiation may
result in delays. In the rest of the paper, we will continue with the simultaneous responses
protocol. However, in the following section, we prove the NP-completeness of both finding
an offer in the simultaneous responses negotiation (SBDA and PBDA), and finding an offer
in the sequential responses negotiation (ABDA).
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5.5 Complexity of the Allocation Problem for Both Models
5.5.1 The Optimization Problem

Consider the negotiation process, after the revelation stage described in Section 4. In Sec-
tion 5.3, we proved that in the case of a simultaneous response to an offer, any offer which is
not worse for any of the servers than the conflict allocation can be implemented. We suggest
choosing an allocation which maximizes a given social criterion.

In theorem 5.2 of Section 5.4, we presented the perfect equilibrium strategies of the
agents, in the case of sequential response and finite horizon, and we proved that at time 0,
agent j(0) will offer 0. Recall from 5.6 that o = conflict_allocation, and for each time
period t < T — 1, of is the best offer for j(¢), which is better for all the other agents than
o'l at time t + 1.

In both cases, the agent has to find an allocation, given some constraints on the utility
of all the agents: in the simultaneous response protocol, the allocation should be better
for all the agents than is the conflict allocation, and in the case of sequential response, the
allocation should be better for all the agents than the offer during the next time period. In
the following, we will present the formal problem of finding an appropriate allocation. We
will use the term guaranteed_utility, to denote the utility which any selected offer should
guarantee for server s. In the case of simultaneous response, guaranteed_utility, is the utility
for server s from the con flict_allocation, since, if it will not derive at least the same utility,
it will prefer to opt out instead of accepting the offer. In the case of sequential response and
finite horizon, guaranteed_utility, in time period ¢ is the utility which s derives from of*!
at time t + 1, since it will reject a lower offer in order to get of*! during time t + 1.

In order to find a specific offer to make in the negotiation process, during time period t,
an agent has to find the best allocation according to a utility function f, which needs to be
individual-rational:

Pos; = {alloc|alloc € OFFERS, and Vs € SERVERS, Us(alloc,t) > guaranteed_utility,}

alloo' = argmaz aioce Pos, f (alloc)

Function f can be a social welfare function, or the utility of one of the agents, e.g., the one
to make an offer in the negotiation process. The exact structure of fdepends on the specific
model and equilibrium. In particular, we consider the following possible functions:

e Utility of one server - U,(alloc,t). This is applicable in the case of sequential response
and finite horizon, or when an agent deviates in the simultaneous response environment.

o The sum of the servers’ utilities - 3_ Us(alloc, t) - can be used in the case of simultaneous
response as a method to find an offer. In particular, we are looking for allod’, i.e.,
> Us(alloc,0) can be used.

e The generalized Nash product of the servers’ utilities
m(Us(alloc,t) — Us(conflict_allocation,t))
for the case of simultaneous response. Similarly, the relevant case is when t=0.

In the following, we will prove that the problem described above is NP-complete, and we
will suggest heuristic and sub-optimal approaches for solving it.
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5.5.2 NP-Completeness

In this section, we will define the decision versions of the problems described above and prove
that they are NP complete.

ABDA: Agent Best Dataset Allocation: the decision version of this maximization
problem is:

Instance: the set SERVERS, an agent s € SERV ERS, number of datasetsn € N,
the utility function U, time period t € Time, {guaranteed_utility,} for each server
s, and C' € R.

Question: find out whether there is an allocation z in which each server s €
SERV ERS gets at least guaranteed_utility,, and Uy(z,t) > C.

SBDA: Sum Best Dataset Allocation: the decision version of this maximization prob-
lem is:

Instance: the set SERV ERS, number of datasets n € N, the utility function U,
{guaranteed_utility,}, and C € R.

Question: find out whether there is an allocation z where each server s € SERV ERS
gets at least guaranteed_utility,, and the value of the sum of utilities Y ,csprvers Us(z, 0)
is greater than C.

PBDA: Product Best Dataset Allocation: the decision version of this maximization
problem is:

Instance: the set SERV ERS, number of datasets n € N, the utility function U,
{guaranteed_utility,}, and C € R.

Question: find out whether there is an allocation z where each server1 € SERV ERS
gets at least guaranteed_utility,, and the value of the product e sprvErs(Us(z,0)—
guaranteed_utility,) is greater than C.

The decision problem can be no harder than the corresponding optimization problem.
Clearly, if we could find an allocation which maximizes the sum of utilities in polynomial
time, then we could also solve the associated decision problem in polynomial time. All we
need to do is to find the maximum utility and compare it to C'. Thus, if we could demonstrate
that SBDA is NP-complete, we would know that the original optimization problem is at least
as difficult and that the same holds for the two other problems.

Theorem 5.3 ABDA, SBDA, and PBDA are NP complete.
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Proof: ABDA, SBDA, and PBDA are in NP: when a solution z is given, it can be checked
in polynomial time to ensure that it is better for all the agents than the initial allocation, and
that the sum, or product, is higher than the required value C. In order to prove that they
are NP-hard, we can show a reduction from the multiprocess scheduling. The Multiprocessor

Scheduling problem (MS) is defined in [22] as follows:

Instance: A finite set A of n tasks, a length I(a) € Z* for each task a € A, a number
m € Z71 of processors, and a deadline D € Z7.

Question: Is there a partition A = A; U A, U... U A,, of A into m disjoint sets such that
mamlgsgm{zaeAs l(a)} <D?

The problem is NP-complete, and its proof is immediate from the Partition Problem [22].
The reduction from MS to ABDA, SBDA, and PBDA is as follows. Each server corresponds
to one processor, and each dataset corresponds to one task. The utility function for server
s from each dataset location will be: D/n —I(a) when the dataset is allocated to it, D/n if
it is allocated to another server, and —D if it is not allocated at all. Furthermore, for each
server s, guaranteed_utility, = 0. Finally, we can take C' to be 0 for all of the maximization
cases.

If there is an allocation which provides for each server, at the very least, its conflict utility,
then each server has at least a utility of 0. This means that all the datasets are allocated,
and for each server s, 3 j00(a)=s [(a) < D, since otherwise the utility of 7 would be negative.

If there is an allocation of the tasks, then the same allocation will be feasible for ABDA,
SBDA, and PBDA, since the utility for each server will be, at most, 0, but all the datasets
are allocated. Thus, the sum of [(a) is at most D, so the sum for all datasets will be
n-D/n—Yeca, l(a), and ¥ 4, [(a) is at most D if the task allocation solution is feasible.

Since the problem is NP-Complete, we suggest the following heuristic algorithms for
finding sub-optimal solutions for the problem.

6 Heuristic Methods and Simulation Results for the
Simultaneous Response Model

In the previous section, we proved the NP-completeness of maximizing the sum, the product,
or the utility of one of the servers under the constraints on the utilities of each of the agents.
Hence, obtaining an optimal allocation of datasets to servers is not computationally feasible.
Thus, we suggest using sub-optimal methods. In the next section we will discuss methods
used in the literature of the file allocation problem, and then we will propose heuristic
algorithms that can be used for finding sub-optimal solutions for solving each of the problems
above.

6.1 Related Algorithms and Heuristic Methods

The file allocation problem has different variations [5, 1, 14], but most of them deal with
maximizing a global function, under storage limitations. That is, the goal is to optimize
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the performance of the distributed system as a whole, but it is assumed that the amount
of memory which can be effectively installed at a single node is limited [5]. The problem
that we have is different. We have a global function to maximize, as in the classic file
allocation problem. However, the constraints associated with server ¢ are not related only to
the files located at server 7, but also to all the files in the system. That is, we don’t assume
constraints on the storage space, but we have constraints on the utility of each server, which
is a function of the overall allocation. Thus, we cannot automatically adopt the solutions of
the file allocation problem as solutions of our problem.

Ceri et al. [5] suggest a method for the solution to the file allocation problem, which is
based on the isomorphism to the multiple choice constraint knapsack problem. The method
is based on an operations research method for solving the knapsack problem.

Our problem is equivalent to another version of the Knapsack problem, called the multi-
dimensional 0/1 Knapsack problem [60]. However, the algorithms presented in [60] that
achieve the optimal solution, are intractable.

The classical approach in operations research [28] to solve problems such as the different
variations of the 0/1 knapsack problems is by a branch and bound algorithm. The assignment
of an object to a knapsack is considered a binary variable, and the branch and bound
algorithm assigns a value for each binary variable, and backtracks when required.

In our problem, we may consider z;; to be a boolean variable, indicating that dataset i
is allocated at server j. However, in the variation we studied, only one copy of a dataset is
allowed. Thus, if z;; = 1, then z;; = 0 for each k& # j. This makes the branch and bound
algorithm simpler, since whenever 1 is assigned to one of the variables, all the variables
related to the same dataset are cleared. Alternatively, we may use a numerical variable,
indicating for each dataset the number of the server where it is assigned, and run a search
algorithm with backtracking in order to find the assignment for each variable. We used this
approach, and in Section 6.1.1 we describe the exact structure of the backtracking algorithm
we used.

Another approach to solving the file allocation problem is using a greedy algorithm. In
the approach taken by Due and Maryanski [14], a distributed candidate selection algorithm
using the historic data from each server is proposed. An allocation algorithm is then run to
choose the optimal assignment using heuristic benefit functions and a greedy search strategy.
However, the algorithm is based on the fact that the constraints are related to storage
limitations, and that there is a minimal number of copies for each file. In this case, deleting
and then adding a file will usually not violate the storage constraints, while in our case,
moving a file from one location to another may violate the constraints of a certain server.

Another approach has been taken by Siegelmann [56], who used genetic algorithms for the
multiprocessor document allocation problem, and by March [36] for the case of database de-
sign. Also, in our work, we have implemented a genetic algorithm and compared its outcome
to other approaches. The details of the algorithm we used are presented in Section 6.1.4.

Another point of view of the problem is to consider it as a constraint satisfaction problem
(CSP) and solve it using constraint satisfaction methods. The classic algorithm for solving
CSP problems is a tree search algorithm with backtracking [12], and several improvements
have been made to make the search more efficient [48, 37]. Our problem can be considered a
CSP, but it has a special structure, since each constraint involves all of the variables. This
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made some of the improvements to the basic backtracking algorithm irrelevant for our model.
In our simulations, we tested the behavior of a backtracking algorithm and compared it with
the other methods we used for large problems.

Another approach for solving CSP is using a min-conflict hill-climbing algorithm [37].
This approach was developed for binary constraints satisfaction problems, where each con-
straint involved at most two variables. It starts with a random assignment of values to the
variables. Then it selects one variable whose value is in conflict with the value of other
variables and assigns it a different value that minimizes the number of variables which are
in conflict with the chosen variable. We have adapted this algorithm for our problem, where
each constraint involves all the servers, and have tested it on different configurations. For
details, see Section 6.1.3.

In summary, there are several different methods for solving problems similar to ours.
We have considered three different approaches: backtracking, the genetic algorithm, and
hill-climbing. There are no results of simulations for problems identical to ours that are
discussed in the literature, so we cannot compare our detailed results to others. However,
the algorithms we used are adapted from algorithms for similar problems, as described above.
In the following, we will describe in detail the different algorithms used and will then provide
the simulation results. We have also checked the behavior of the algorithms for different sizes
of problems, and different values of parameters. The main question is whether our results
can be used when trying to maximize other utility functions. This seems plausible if the
utility function is additive, as ours is. However, more research is required in order to test
the algorithms for different structures of utility functions, e.g., if the utility function is not
additive, or with other parameters of the utility function.

6.1.1 Backtracking Search

The backtracking search algorithm will sequentially decide on the allocation of each dataset.
Given a partial assignment of a set of datasets and a dataset which should be assigned
next, the algorithm will look for a feasible assignment, i.e., an assignment which satisfies
the constraint that each agent will obtain more than its guaranteed_utility. If there is no
feasible assignment for the dataset to be assigned, then the algorithm will backtrack and try
another allocation for the previous dataset. After finding a solution, the search can backtrack
and try to find a better solution. If no more solutions can be found, then the optimal result
is reached. This method is a simple search algorithm [48]. The assignment which will be
developed is the one with the highest value of the social welfare criterion to be maximized.
The algorithm can be found in [51].

Lemma 6.1 In the worst case scenario, the backtracking algorithm will need exponential
time in the number of the datasets to be allocated in order to find the first solution.

Proof:

The run of the algorithm can be viewed as searching a tree, as is demonstrated in Figure 2.
Each level corresponds to one dataset. A path in the tree from the root to the leaves means
an allocation of all the datasets. In the worst case, all the allocations are examined for all
the datasets. In this case, the number of combinations examined are N¥ when M is the
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Figure 2: Search space of the allocation problem.

number of datasets, and N is the number of servers. This grows exponentially as M grows.

6.1.2 Backtracking on Sub-Problems

Since the backtracking algorithm is exponential in the number of the datasets, we suggest
running the algorithm on sub-problems and merging the solution into one allocation. That
is, if there are M datasets to allocate, we suggest arbitrarily dividing them into L subsets and
running the backtracking algorithm for each subgroup separately. In order to run this, we
assume that the input consists of a specific allocation (e.g., the conflict allocation) and that
the resulting allocation must achieve a higher utility for each agent than the given allocation.
The algorithm can be found in [51]. In our simulations, we found that when there is a time
constraint, this algorithm achieves better results than the regular backtracking algorithm
does. However, the hill-climbing algorithm (see Section 6.1.3), which is non-deterministic,
could achieve even better results. We propose using back-tracking on sub-problems of large
problems, when a deterministic algorithm has to be used.

6.1.3 Hill-Climbing

We use the method of ‘random restart hill-climbing’ [37]. The hill-climbing search starts
with an arbitrary allocation and attempts to improve it, i.e., it tries to change assignments
of datasets in order to satisfy more constraints, until there is no possibility of improving the
solution.

The random-restart hill-climbing conducts a series of hill-climbing searches from ran-
domly generated initial states, running each until it halts or until it makes no significant
progress. It saves the best result found so far from among all of the searches. There are
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several stop criteria which can be used, such as running a fixed number of iterations, or
running until the best saved result has not been improved for a certain number of iterations.
We run the algorithm for fixed CPU time units, in order to be able to compare its results
with the results of the other algorithms we have implemented. The algorithm is presented
in [51].

6.1.4 The Genetic Algorithm

In the following, we suggest using a genetic algorithm [24] for the data allocation problem. A
genetic algorithm was proposed in [56] for the multiprocessor document allocation problem,
and it was used in [36] for allocating data and operations in a distributed database. We have
implemented a genetic algorithm for the problem of datasets allocation in a multiple agent
system.

The simulated population contains a set of individuals. Each individual has a data struc-
ture that describes its genetic structure. Given a population of individuals corresponding
to one generation, the algorithm simulates natural selection and reproduction to obtain the
next generation. The algorithm involves three basic operations: reproduction, in which indi-
viduals from one generation are selected for the next generation; crossover, in which genetic
material from one individual is exchanged with the genetic material of another individual,;
and mutation, in which the genetic material is altered. All three operations make use of
randomization.

In our simulation, each individual represents a possible allocation of the datasets to the
servers. After a new generation is created, an evaluation process finds the value of each
individual. In our algorithm, we evaluate the value of an individual to be a combination of
the value of the objective function and the value of the violated hard constraints.'® After
this phase, a fitness value is determined for each individual, according to its value. The
fitness value we used for each individual was ﬁ, where error is the difference between
the value of the best individual in this generation and the value of this individual.

The reproduction phase creates a new generation by reproducing individuals from the
previous generation, performing a cross-over phase on other individuals, and mutating in-
dividuals with a low probability. First, two random individuals are chosen, with a high
probability for those which achieve a high fitness. Then, the algorithm decides randomly
whether or not to copy the individuals from the last generation, or to perform the cross-over
phase, which is done by randomly replacing locations of datasets between the two individu-
als. Finally, a mutation phase is performed with a low probability, causing a small random
change in the individuals. The algorithm is presented in [51].

As mentioned above, the value of each individual is calculated by combining the objective
function value and the value of the violated hard constraints in this individual. In our case,
we assigned a high weight to the value of the hard constraints when calculating the value of
an individual. However, we found that the preferred values for the hard constraints, as well
as the best value of other parameters of the genetic algorithm — the number of individuals
in each generation, the probability of the cross-over phase, the probability of the mutation

15The hard constraints of an allocation are the constraints on the utility of each server: the utility of each
server should be, at least, its guaranteed_utility.
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phase — depend heavily on the domain parameters. This prevents the genetic algorithm
from being the preferred algorithm for the automated negotiation used by the agents, since
its performance depends on parameters which cannot be chosen in advance by the designers
of each possible environment.

6.2 Simulation Evaluation

The backtracking algorithm, the genetic algorithm, and the hill-climbing algorithm were im-
plemented in C++ and tested on a Solaris machine. The environment’s attributes, including
the usage frequency of datasets by different areas, the distance between any two servers, etc.,
were randomly generated. We implemented the conflict allocation as the static allocation;
i.e., each dataset is stored by the server which contains datasets with similar topics. How-
ever, we did not take into consideration the ‘none’ option; the static allocation, as well as
the allocation algorithms, ensures that each dataset will be located to a server.

We implemented the utility function that is defined in Appendix A. In this function,
the utility from the assignment of one dataset is independent of the assignment of the other
datasets, and it satisfies all the assumptions and attributes of Section 5.

In most of the simulations, we used a measurement which excludes the gains from queries
and the storage costs, since their influence on the sum of the servers’ utilities does not depend
on a specific allocation. In particular, we denote by wvcosts(alloc) the variable costs of an
allocation, which consists of the transmission costs due to the flow of queries. Formally,
given an allocation, its variable costs are defined as follows:

veosts(alloc) =

24:eDATASETS X cSERVERS usage(s, ds) - distance(s, alloc(ds))-
(answer_cost + retreive_cost).

The actual measurement which we use is denoted by wcost_ratio, the ratio of the variable
costs when using negotiation and the variable costs when using the static allocation mecha-
nism. The efficiency of the negotiation technique increases as the vcost_ratio decreases. We
use vcost_ratio as a measurement instead of the sum of the utility function values in order to
ignore the influence of irrelevant parameters on the utility, such as the money obtained for
answering queries, and the storage costs, since these parameters are the same for different
locations. It is clear that given the same parameters, as vcost_ratio decreases, the average
utility of the servers increases.

We ran simulations on various configurations of the environment in order to demonstrate
the applicability of our techniques in various settings. The number of servers was 11, since
this is the current number of servers in NASA, but we also considered environments where
the number of servers varied between 3-14. The number of datasets to be allocated varied
between 20 and 200. We assumed simultaneous response, and in these environments, the
exact cost over time has no influence on the results. All the outcomes that are presented are
the average of the results which were obtained from runs of randomly generated environments
according to the specification of the specific simulation, as described in the next sections.
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6.2.1 Performance of the Algorithms

The purpose of the first set of tests was to compare the performance of the proposed algo-
rithms. First, we ran simulations with randomly generated environments, with 11 servers
and 20-200 datasets to allocate, for a limited period of time, where the time limit grows
linearly as the number of datasets grows. All of the algorithms attempted to maximize the
sum of the servers’ utilities. Figure 3 presents the vcost_ratio as a function of the number
of datasets for the different algorithms used. Note that the performance of an algorithm
improves as the vcost_ratio decreases. For all the configurations which were considered, the
backtracking algorithm was not able to find any allocation which is better than the con-
flict_allocation; thus the vcost_ratio was equal to one for all these cases. The graphs of the
figure specify the behavior of backtracking on the sub-problems algorithm, the hill-climbing
algorithm and the genetic algorithms. We found that the hill-climbing algorithm achieved
significantly better results than the other algorithms used.

We used a paired t-test to test the difference between the vcost-ratio of the backtracking-
on-sub-problems algorithm and the vcost-ratio of the hill-climbing algorithm. In the same
way, we tested the difference between the vcost-ratio of the genetic-algorithm and the vcost-
ratio of the hill-climbing algorithm. In both cases we found that the vcost-ratio of the
hill-climbing was significantly smaller, for any significance level greater than 0.01. In the
first test, t-statistic was 11.15658. In the second test, t-statistic was 11.15658. In both cases,
t0.01,00 1s close to 2.364.

We also tested the algorithms when they attempted to maximize the generalized Nash

product; i.e., the objective function was 'SERVERS\VHiesERVERS(Ui(alloc) — Ui(conflict)). In
Figure 4, we present the average of the Nash product for backtracking on the sub-problems
algorithm, the hill-climbing algorithm, and the genetic algorithm as a function of the number
of datasets in the environments considered. Again, the simple backtracking algorithm did
not find appropriate allocations in the cases we studied, while the hill-climbing algorithm
achieved the highest Nash product, namely, the best results.

6.2.2 The Influence of the Objective Function

In the rest of the simulations, we used the hill-climbing method, as that seems to be the
most promising method, and also since we found that the genetic algorithm is very sensitive
to changes in its parameters. First, we studied more closely the effect of the choice of a
social-welfare criterion on the hill-climbing algorithm’s results. We ran simulations with the
hill-climbing algorithm on randomly generated environments with 11 servers and 30 new
datasets.

The social welfare criteria which we studied were: the sum of the servers’ utilities, the
generalized Nash product!®, and the sum of the servers’ utilities without any constraint on
the utility obtained by each server, which leads to the optimal solution of a centralized system
(optimal) 7. We compared these results with the servers’ results from the static allocation,

16The product maximization method was proven in [44] to be the unique solution that satisfies some basic
axioms, as described in Section 2.1.

1"Finding the allocation which maximizes the sum of servers’ utilities, when no constraints exist, was a
polynomial problem, since, when using our utility function (see Appendix A), the sum of utilities from the
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Figure 3: vcost_ratio as a function of the number of datasets when the different algorithms
attempt to maximize the average utility of the servers.
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Figure 4: The Nash product of the servers utilities when the number of datasets varies.
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method vcost ratio | CU CI
static allocation 1 0.148 | *
maximizing the sum of the servers’ utilities | 0.77 0.118 | 0.94
maximizing the generalized Nash product | 0.78 0.116 | 0.87
optimal solution without constraints 0.71 0.171 | 1.65

Table 1: Comparison of different social criteria.

which can be obtained without negotiation (and also served as our opting-out outcome).
The results are presented in Table 1. The second column specifies the average of vcost_ratio.
The third column (CU) indicates the average of the relative dispersion of the utility among
the agents (std/mean), and the last one specifies the average of the relative dispersion of the
added benefit (CI) of the negotiation among the agents. The results indicate that maximizing
the sum achieves a slightly lower vcost ratio vs. maximizing the Nash product and is not
far from the optimal solution. Maximizing the Nash product achieves a lower dispersion of
the utilities and of the gains due to the negotiation, and they both do much better than the
optimal w.r.t. dispersion of the utility among the servers.

6.2.3 The Influence of the Agent’s Deviation

In Section 5.3.2, we presented a protocol in which each servers propose an offer which maxi-
mizes a predefined social welfare criterion, and the best offer according to that criterion will
be agreed upon in the negotiation. We mentioned that a server may try to find an offer
which is primarily good for itself, and only secondarily for society. It is important to know
how such a deviation influences the negotiation results. In our test, we assume that each
server tries to maximize its own utility, under the hard constraints of giving all the servers,
at the very least, their conflict utility. The regulation was not changed; i.e., the allocation
with the highest sum of utilities is chosen. Deviation of all the agents towards maximizing
their own utility function is the worst possible case with regard to the maximization of the
welfare criteria. We compare the results obtained in this case with the results obtained
when each server tries to maximize the social welfare criterion, i.e., sum of the servers’ util-
ities, and check the vcost ratio for each situation. We ran 100 runs on randomly generated
environments, and the results are presented in Figure 5. The first bar, “self,” represents
vcost_ratio obtained when each server tries to maximize its own utility function. The second
bar, “sum,” represents vcost_ratio when each server tries to maximize the sum of the servers
utilities, and the third bar, “optimal,” is the lower bound of vcost_ratio, which means the
result of maximizing the sum of the servers utilities ignoring the hard constraints We found
that the results obtained when all the agents try to maximize their own benefits (“self”) are
still significantly better than the static allocation.

assignment of one dataset was independent of the assignment of the other dataset. Finding the allocation
in this case is easily done, by allocating each dataset separately just at the location at which the sum of
servers’ utilities, with respect to this dataset, is the highest. This allocation does not necessary provide each
server with more than its conflict allocation.
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average frequency usage varies.

37



095 - -
09 | 1
085 | .

08 -

0.75 i

vcost ratio

0.7 B

0.65 4

0.6 B

0.55 - 1

05 Il Il Il Il Il Il Il Il Il Il Il Il Il Il Il Il Il Il
uniform  0.020.04 0.06 0.08 0.1 0.120.140.16 0.18 0.2 0.22 0.24 0.26 0.28 0.3 0.320.340.36 0.38
usage standard deviation
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Figure 11: Changing answer cost. This graph presents vcost_ratio obtained when the answer
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Figure 13: Changing the number of servers. This graph presents vcost_ratio obtained when
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6.2.4 The Influence of Parameters of the Environment on the Results

Given a protocol and strategies for a problem, it is important to find out what the effect is
of changing the parameters of the environment on the results of the protocol and strategies.
In the following section, we examine by simulations the effect of several parameters of the
environment on the results obtained when using negotiation. As above, the hill-climbing
algorithm is used.

We examined how the change in several parameters of the environment influences vcost_ratio.
In each set of simulations, we kept all but one of the parameters fixed. The randomly
generated environments of the simulations include 11 servers and 100 datasets. We chose
answer_cost to be similar to retrieve_cost, and thus, in general, theorized that each server
prefers to store datasets in remote servers rather than locally.

We examined the effect of the distribution of the usage of datasets by servers. First, we
considered situations in which, given a mean usage frequency, the usage frequency of each
dataset by each server has a uniform distribution between 0 and 2-mean. As presented in
the graph of Figure 6, changing the mean did not significantly influence the variable cost
ratio. The reason for that can be the type of environments we have considered. The cost
parameters we have chosen in the simulation cause the transmission cost to be the most
significant component of the costs in the system. Changing the mean usage means a linear
transformation over the transmission cost, and this does not significantly influence the results
or the measurements.

The graph in Figure 7 presents vcost_ratio as a function of the standard deviation of the
usage when the usage is derived from the normal distribution with mean 0.4. In this case,
the variable cost ratio decreases as the std of the usage increases; i.e., negotiation is more
beneficial when the usage of the datasets is more dispersed. The bar of Figure 7 describes
the results when distances are distributed uniformly, rather than normally, with varied std as
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illustrated in the graph. In the case of uniform distribution, the usage frequency is generated
between 0 and 0.8. Thus, its standard deviation is 0.23094. In fact, we see that the results
obtained when the distances are uniformly distributed are similar to the results when the
normal distribution with std is between 0.21 and 0.24. We can also see that as the standard
deviation of the usage frequency increases, the results obtained are better. The reasoning
behind this is that as the standard deviation of the usage decreases, the usage of a dataset
by different areas is similar, and then the specific location of each dataset becomes less
important.

We also studied the effect of the distances between any two servers on the vcost_ratio.
We examined a uniform distribution between given minimal (min) and maximal (max) dis-
tances, and a normal distribution with a given std and mean of (min+max)/2. As presented
in Figure 8, when the max distance (and thus the mean) of the distribution increases, nego-
tiation becomes slightly more beneficial. However, as presented in Figure 9, the variable cost
ratio decreases as the std of the distances increases; i.e., negotiation is of greater benefit when
there is a greater difference between the distances of the servers. The reasoning behind this
result is simple. As the standard deviation of the distances becomes smaller, the distances
between any two servers becomes similar, and the location of each dataset becomes then less
important. The first bar in Figure 9 represents the results when the distances are uniformly
distributed. In this case the average standard deviation is 2742.41, and we actually obtained
results similar to those that we obtained when the std was 3000 in the normal distribution
case.

In addition, we examined the effect of the changes in the cost factors on the variable
cost ratio. Changing the query price did not influence the results significantly. However,
as Figure 10 demonstrates, as the retrieve_cost increases, the benefit of negotiation also
increases.!® Intuitively, this can be explained as follows. In our initial environment, the
servers prefer not to store the datasets locally. However, when the retrieve_cost increases,
the servers are more willing to store datasets locally, and thus, there are fewer constraints
on possible allocation, and better agreements can be reached.

As presented in Figure 11, as the answer_cost increases, the benefit of negotiation de-
creases, and the datasets’ mean size or storage costs have the same influence on the results.'®
This may be the result of the fact that increases in answer_cost cause the storage of datasets
to be less beneficial, and thus it is more difficult to find a good allocation since the constraints
are stronger, causing the improvement rate to be lower.

The number of servers and datasets also influences the results. As shown in Figure 12,
when the number of servers is kept fixed, the results of the hill-climbing algorithm are
more beneficial as the number of datasets increases. This is similar to the results presented
in Figure 3, where a slightly different configuration was considered. On the other hand,
Figure 13 demonstrates that when the number of datasets is fixed, the results are worse
as the number of servers increases. We suspect that the reason for the first observation is
that dataset allocations are independent of one another. Thus, as the number of datasets
increases, there are more possibilities for increasing the benefit for all the servers. On the

18The retrive_cost is measured in dollars per distance unit; i.e., retrieve_cost = 0.001 means that trans-
mission of 1 document over 1000 distance units costs the side which receives the document 1 dollar.

19 answer_cost is measured in the same units as the retrieve_cost, i.e., dollars per 1 distance unit.
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other hand, when the number of servers increases, there are more constraints on finding
possible allocations, and it is much more difficult to find a sub-optimal allocation.

In summary, since the problem of dataset allocation in multi-agent environments is NP-
complete, we have suggested heuristic algorithms for finding sub-optimal solutions to the
problem: a deterministic backtracking algorithm, a backtracking algorithm on sub-problems,
a random-restart hill-climbing algorithm, and a genetic algorithm. We found that the hill-
climbing algorithm achieves the best results and that the backtracking algorithm on sub-
problems can be used when a deterministic algorithm is needed. We also checked the influence
of various parameters on the results.

6.3 Bidding v.s. Alternating Offers Negotiation

In [53], we considered a different variation of the data allocation problem. In the model
described in [53], each server is concerned with the data stored locally, but does not have
preferences concerning the exact storage location of data stored in remote servers. This
situation occurs, for example, when clients send their queries directly to the server which
stores the documents they need. For such an environment, we have proposed a bidding
mechanism in order to achieve efficient results. We proved formally that our method is
stable and yields honest bids, and we demonstrated the quality of the bidding mechanism,
using simulations.

The bidding mechanism is not applicable in the environments considered in this paper,
where each server is concerned with the exact location of each dataset. This is the case
since, in the bidding mechanism, if a server would like to store a dataset it can make a high
bid. However, there is no way for a server to influence the location of datasets which are not
stored locally. The alternating offers protocol can be used in the environments considered in
[563], where we use a bidding mechanism as a solution method. But, applying the negotiation
model to the environments where servers do not care about the exact location of datasets
not stored locally requires more computational resources than the bidding mechanism, and
simulation results showed that using negotiations result in allocations which have lower
average utility than the allocations which result from the bidding mechanism.

In conclusion, the bidding mechanism considered in [53] is not efficient in environments
in which each server cares about the exact location of each dataset. However, using it in
environments in which each server cares only about datasets stored locally, yields fair and
efficient solutions, but requires a monetary system and does not guarantee a minimal utility,
as the negotiation mechanism does.

7 Summary and Future Work

This paper presents negotiation protocols for the data allocation problem in multi-agent en-
vironments. We proved that negotiation is beneficial and that an agreement will be reached
during the first time period. For situations of agents with incomplete information, a rev-
elation process was added to the protocol, after which a negotiation takes place, as in the
complete information case.
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Although some of the steps of the proposed protocols can be carried out at a central
source, our distributed model has several advantages. In our model, the agents use strate-
gies that are in equilibrium, and thus our methods are appropriate for environments in which
agents are trying to maximize their own expected utility. In addition, a centralized solution
may become a performance bottleneck. More important, in order to use a centralized solu-
tion, the agents will need to agree on an entity (oracle) which will allocate the datasets, and
the agents will not be able to act according to their self-interests.

In future work, we intend to deal with open questions of our model. Recall from Sec-
tion 5.3.2 that we propose to divide the negotiation process into two phases after the revela-
tion step. In the first phase, each server searches for an allocation using any of the algorithms
and any of the resources available to it. In the second phase, the allocation with the highest
value according to the predefined social-welfare criterion will be agreed upon by the servers.
We propose that in the first phase each server offer an allocation which maximizes this pre-
defined social welfare criterion. However, it may be worthwhile for a server to deviate and
try to find an offer which is primarily good for itself, and only secondarily for society. We
will study this problem and try to find stable mixed strategies for the behavior of the servers
when searching for a feasible allocation, or, alternatively, we will try to use a more restricted
protocol that will avoid this kind of behavior.

In our current data allocation model, only one copy of each dataset is permitted, since
the datasets considered in systems such as EOSDIS are extremely large, and it is not efficient
to allow multiple copies of a dataset. However, if the datasets are small, as in domains such
as the Web, it is worthwhile to extend the model to allow multiple copies of each dataset
and reallocation of old datasets. We leave this for future work.

We will also consider the details of the protocol for relocating old datasets by negotiation.
Theoretically, at each time negotiation is considered, all the datasets can be considered in
order to decide on the location of each dataset. However, this is not realistic when the
number of datasets in the system becomes large. We have to find an efficient protocol for
deciding which datasets will be relocated.

Another question that may be considered is finding better heuristics for the allocation
which will be agreed upon in the negotiation and comparing it by using simulations with the
methods we currently use. Furthermore, we have to study more rigorously the complexity
of using sub-optimal techniques to solve the allocation problem for the cases of sequential
response.

A Details of the Utility Function

Each server, 1, receives queries from clients in its area and answers them by sending back
documents which may belong to a dataset located in ¢, or to a dataset located in another
server, j # t. The clients pay server i query_price per document which they received. If an
answer document is located in a remote server, j, server ¢ needs to retrieve it from j. The
cost for 7 to retrieve a document from server j depends on the virtual distance between ¢ and
7, which is specified by the function distance. The virtual distance is measured in terms of
delivery time, which plays an important role in loaded systems in which the documents are
very large (e.g., images). We denote by retrieve_cost the cost for server i of retrieving one
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document for one unit of distance.?’ Providing documents to other servers, when they need
it for answering their queries, is also costly. We denote by answer_cost the cost for server j
to providing another server with one document over one unit of distance.

An important factor that plays a role in the utility function of a server from an allocation
of a specific dataset is the expected usage of this dataset by the server and other servers.
Usage : SERVERS x DATASETS — R7 is a function which associates with each server
and dataset the expected number of documents of this dataset which will be requested by
clients in the area of this server. Finally, we must consider the storage cost. We denote
by storage_cost the cost of storing one data unit of a dataset in a server.?’ The function
dataset_size specifies the size of each dataset in data units.

The utility function of an agent from a given allocation of a set of datasets is the combi-
nation of its utility from the assignment of each dataset. Taking the above parameters into
consideration, the utility for a server from the assignment of one dataset, (ds), to a certain
location, (loc), is as follows:

Assumption A.1

local(ds) loc = server

‘/se'rve'r(dsa lOC) = {

remote(ds,loc) otherwise

where )
local(ds) = wusage(server,ds) * query_price—
storage_cost x dataset _size(ds)—

Y jeSERVERS usage(d, ds)x
distance(d, loc) x answer_cost
and
remote(ds, loc) = usage(server, ds) x query_price—
usage(server, ds) x distance(server, loc)*
retrieve_cost.

The utility function of a server from any given allocation consists of the utility from the
assignment of each dataset, as defined in Section 3.
We will first introduce Uy, ignoring the cost of negotiation delay.

Assumption A.2 For each server € SERVERS, and S € OFFERS:

US(S, 0) = Z Vserver(mas(m))
zeDATASETS

According to the above definition, the utility from the assignment of one dataset is
independent of the assignment of the other datasets. This property reflects that we do not
take into consideration the overall load of the system, which may cause delays in transferring
information and which yields more transfer costs. However, a severe load on one server is
prevented, since, as we show later, the servers reach fair agreements.

20This cost is relevant only in environments in which each client is connected to the nearest server, which
answers all his queries. In cases where the clients are autonomous and send their queries directly to the
server which has the answer, retrieve_cost = 0.

21For simplicity, we assume that storage space is not restricted.
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